**Haskell Cheatsheet.**

* To run, open powershell and type ***ghci***
* To quit, type ***:quit***
* Help, type ***:?***
* Haskell files end .hs
* Load file with **:load** file\_path\name or **:l** file\_path\name
* To load a file with spaces, wrap in double quotes and escape the backslashes,

e.g. :l “C:\\foo bar.hs”

* Reload file with **:reload** or **:r**
* **Fn + home**  moves curser to start of line
* **Fn + end** moves curser to end of line
* **Ctrl + c** stops Haskell hanging

Haskell GHCi options: Turn on with **:set**  followed by option wanted Turn off with **:unset** followed by option

**Options:**

+m Allow multiline commands

+r Revert top-level expressions after each evaluation

+s Print timing/memory stats after each evaluation

+t Print type after evaluation

-<flags>      Most GHC command line flags can also be set here. (eg. -v2, -XFlexibleInstances, etc.)

Get function format:

**:t functionName** e.g. :t map returns format of function, e.g. map : : (a -> b) -> [a] -> [b] note that implix operators such as “:” must be put in brackets to get the type, ie: :t ( : )

Assign to a **Variable:**

let variableName = keyword **let** assigns everything right of the equals to the variable Name

**Dollar** symbol:

Right alignment precedence….ie everything to its right is treated as the parameter to the function on its left. Can also be used as Opening bracket without corresponding closing bracket (end of line is closing bracket) when no more brackets to its right, use: **$** e.g. head $ tail xs == head ( tail xs)

**Dot notation (function composition)**, do first one, then do second: (second**.**first) brackets only necessary when other components are present in function, not required when using point free style.

**Point free style**: This is when input notation is not put in function and Haskell works it out. e.g. functionName = head.tail will work fine without having e.g. xs on each side

**Infix** function: Functions are normally prefixed before the operands, but they can also be infixed and sandwiched in between to improve readability by adding backwards ticks **`** around the function name**`**

**Arithmetic**:

Power symbol ^ e.g. ^2 = power of 2 = squared

Subtract **Subtract** -1 would mean the negative integer rather than

operator, however this works fine sometimes such as 5-1

Remainder **rem x y** Where x is the number to divide by y and

return the remainder, can also use **mod** NOTE – **rem 0 n** returns **zero**

Integral Division **Div x y** x is divided by y and the **decimal** part is

**discarded.**

Pi **pi** value of pi

abs(x) Returns the absolute value of x, e.g. abs(-5) returns 5

Sum elements of a list **sum [**1,2,5,8**]** returns 16

**product** [6,2,1,2] returns the product of all the elements, example returns 24

Prefixed functions can be written:

(+) 3 4 function “+” is applied to arguments 3 and 4

Inequality comparison **/=**

Logical and (wedge) **&&**

Logical or (vee) **||**

Equals comparison **==**

Logical “not” **not**

Check even **even**

Check odd **odd**

if and only if **iff**

**Lists**:

Lists can **only** contain the same type of elements and have order.

Note, lists can contain other lists.

Lists come in two forms:

[ ] an empty list

(x : xs) represents lists with at least one thing in. x = ‘ecks’ = element, xs = ‘exes’ = list : is the ‘cons’ operator. xs is a list which contains elements of type x Can use more than one cons to split up definition and make it more implicit, e.g. (x : y : xs) means ‘x’ stuck on the front of ‘y’ stuck on the front of list ‘xs’

create a list -

‘a’ : [ ] creates a char list

'a' : 'b' : [ ] == [ 'a', 'b' ] also creates a list

[1..20] list of all whole integers between 1 and 20

[3,6..20] define step, note can only define 1 step and not [1,2,4,6,8,16..100]. Be careful with floating point steps as can yield strange results

[20,19..1] define step to get descending list

[50..] Infinite list from 50 and up

Indexing:

[5,6,7,8] **!!** 2 returns 7. Indexing starts at 0, use **!!**

Prepend:

4 : [1,2,3] Prepends 4 to the front of the list, returns [4,1,2,3] Only takes **single elements, not lists**. This is instantaneous in Haskell.

Append:

[1,2,3] ++ [4,5,6] Appends 2nd list to 1st, returns [1,2,3,4,5,6] Must both be **lists.** This can take along time on large lists as Haskell must step through the entire list.

**List comprehension:**

[x | x <- [1..10], condition2, condition3] means “pick x”, | means “such that”, x <- [1..10] is an example meaning “for every element in the list, x is drawn from the list 1 to 10” (binding parts, where the value is bound to x), <- represents membership function ∈. Then the conditions (predicates) are listed separated by commas which mean “AND”. Note you can also have **more than** **one binding part** and draw from multiple lists, these must be specified before the predicates and comma separated. e.g. [x\*y | x <- [1..10], y <- [20..50], condition1, condition2] this will return a list of all possible combinations from both lists which met the conditions.

[partDone2nd | partDone1st] [thisSideEmulatesMap | thisSideEmulatesFilter]

[x | x <- [1..100], x < 10] returns a list of all the natural numbers which are in the list 1 to 100 AND less than 10

[x^2 | x <- [1..20]] returns a list of the square of each number between 1 and 20

Note functions can be applied to list comprehensions:

map (subtract 1) [x | x <- [1..50], even x] returns a list of all the odd numbers between 1 and 50 (without the use of the odd function)

comprehension length function example: length’ xs = sum [1 | \_ <- xs] **\_** means we don’t care what we’ll draw from the list, for each element, 1 will be added to a list and then

all the elements at the end to give the length of the list.

**In-built functions of lists:**

head(x:xs) returns **first** **element** of the list – works on strings also will produce an error if used on an empty list

init (x:xs) returns **list** with **last part removed**, e.g. init [1,2,3,4] returns [1,2,3]

tail(x:xs) returns **list** with **head removed** (xs or ‘exes’), e.g. tail[1,2,3,4] returns [2,3,4] - works on strings also (list of chars)

last (x:xs) returns **last element** of a list , e.g. last [1,2,3,4] returns 4 last [x] returns x

null [ ] returns True if list is empty

take 2 [1,2,3,4] returns the number of elements specified from the front as a list. In example given, would return [1,2]

drop 2 [1,2,3,4] removes number of elements specified from front of list. In example given, would return [3,4]

maximum [1,2,3,4] returns the largest element. Example would return 4

minimum [1,2,3,4] returns the smallest element. Example would return 1

elem 4 [3,4,5,6] returns True if element specified is present in list

take 5 (**cycle** [2,3]) cycles list **infinitely** so be sure to slice it, example returns [2,3,2,3,2]

take 3 (repeat [2,3]) similar to cycle and **infinite**, but with one item, example returns [[2,3],[2,3],[2,3]]

replicate 3 10 similar to repeat, but you specify how many times, example returns [10, 10, 10]

words “some words” Takes a string and returns a list of words, example returns [“some”, “words”]

unwords [“some”, “words”] Takes a list of strings and returns a string, example returns “some words”

zip [1,2,3] [2,3] zips 2 lists together truncating the longer list, returns tuple pairs in a list. Example returns [(1,2),(2,3)]

zipWith (+) [1..5] [5..15] Similar to zip however this takes a function and 2 lists applying the function as it zips the two lists together. Example returns [6, 8, 10, 12, 14]

**fold functions:**

Takes a binary function, an accumulator and a list.

Function takes accumulator on left for left fold and right for right fold.

**foldl (left fold):** Takes the **accumulator** as the **1st input** to the function, and the **head** of the **list** as the **2nd input**. The **result becomes the new accumulator**. This is recursively called until the list has been transited. The final result is returned.

foldl f acc (x:y:ys) = (foldl f (f (f acc x) y) ys)

**foldl1:** Takes the head of the list as the starting accumulator for a left fold.

foldl1 f (x:y:z:zs) = (foldl f (f (f x y) z) zs)

**scanl:** Similar to foldl, however it returns a list where the accumulator is appended to the list each time it is modified by the function. Note that the initial accumulator value will be the first value in the list.

**scanl1:** scanl version of foldl1.

**foldr (right fold):** Similar to foldl, however elements are **partially evaluated starting from the head of the list.** The **last element** of the **list** is taken as the **1st input** to the function and the **accumulator** is taken as the **2nd input**. The **result becomes the new accumulator**. This is recursively called until the list has been transited. Because of partial evaluation, the list **may not** need to be fully transited. The final result is returned.

foldr f acc (x:y:ys) = (f x (f y (foldr f acc ys)))

Right folds can work on **infinite lists**: starting from the left of list (partial application),

foldr (||) \_ xs ………. if True is ever found, computation is stopped and True is returned.

foldr (&&) \_ xs …….. if False is ever found, computation is stopped and False is returned.

**foldr1:** Takes the last element as the starting accumulator for a right fold.

foldr1 f (w:x:y:z) = (f w (f x (foldr f z y)))

**scanr:** Similar to foldr, however it returns a list where the accumulator is prepended to the list each time it is modified by the function. Note that the initial accumulator value will be the last value in the list.

**scanr1:** scanr version of foldr1.

**flip:**

Takes a function and flips the first 2 arguments to return a different function

e.g. flip zip [1,2,3,4,5] “hello” returns: [('h',1),('e',2),('l',3),('l',4),('o',5)]

**filter:**

Filter **“catches”** elements which **evaluate true** for the **given condition**, and returns a **list**.

Although it does not matter which order you do chained filters to obtain the correct answer, you should always do the **EASIER COMPUTATIONAL operation FIRST,** i.e. in the most central brackets

filter :: (a -> Bool) -> [a] -> [a] **type for filter**, red parts are inputs, green part is the output. Outputs are always last. The first input (a -> Bool) is a propositional function. Both the 2nd input and output are lists.

e.g. Filter (>4) [1,2,3,4,5] returns [5]

**map** function:

**Applies** given **function** to **every** **element** in **given** **list**, returns **list**

Can chain maps together, working from **inside bracket out.**

Be CAREFUL of the order in which you do chained map functions.

map :: (a -> b) -> [a] -> [b] type for map, red parts are inputs, green part is the output. Outputs are always last. Takes a function that turns a’s into b’s as an input, it also takes a list of type a. It applies the function given to every element in the list and returns a list of type b.

map (>4) [1,2,3,4,5] returns [False, False, False, False, True] given list could be written [1..5]

map (+1) [1..5] returns a list [2, 3, 4, 5, 6] (maps +1 to range 1..5) Can also be written (+1) `map` [1.. 10]

map toLower “ANDY” returns “andy”

**length** function:

Takes input of a **list** and returns an **integer** representing the number of elements in the list

length :: [a] -> Int type for length

length [ ] returns 0

length [1..5] returns 5

**reverse** function:

Reverses input

reverse [1..5] returns [5,4,3,2,1]

reverse “hello” returns “olleh”

**Section** functions:

Surround **/** with parenthesis and only supply one parameter to either side of the slash to create a function which takes 1 parameter.

divideByTen :: (Floating a) => a -> a divideByTen = (/10)

**takeWhile** function:

Takes a predicate and a list. Starting at the beginning of the list it will return elements while the predicate remains true. E.g. takeWhile (/=' ') "elephants know how to party" returns: “elephants”

Writing **functions:**

Functions can be written in notepad++ and then loaded into powershell using Haskell with command **:load** or **:l** followed by the file path (note a path with spaces should be entered as a string, and each \ should be escaped with another \ character)

Once loaded in, further changes to the file should be saved and then reloaded with command **:reload** or **:r** followed by the file path

Functions can be called from within functions.

**Type signature** is defined when writing functions as: functionName :: format of inputs and output :: means “has type…” e.g. myFunction :: [a] -> a means it takes a list of type a and returns an element of type a

**Type classes**: Sometimes a type signature is further defined by defining its type class. This is put in front of

the functions inputs followed by a big arrow (the class constraint) functionName :: (Eq a) => a -> [a] -> Bool In this example, ‘a’ has been

restricted to a type class Eq (Equality), and takes inputs of type ‘a’ and a list of type ‘a’ giving an output of type Bool

**Eq**  Equality class, inputs must be a member of a type which supports equality testing This will be used when the function does some sort of equality test such as == or /= **Ord** For types that have an ordering. Used when comparing order such as >, <, >= a <= **Num** Members have the property of being able to act like numbers.

![The Haskell 98 Report: Predefined Types and Classes](data:image/gif;base64,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)

**Comment** with **--** Multi line comment **{-** some comments some more comments **-}**

Reference to inputs on the left and right of the = (such as with n, (x:xs) etc) in a function is NOT required when it is outside the functions defined as Haskell will automatically add to the end. E.g. myFunc :: [Int] -> Int myFunc = head -- Note no reference to inputs, same as: myFunc xs = head xs

**Recursive functions** Functions that can call itself in its definition. When writing recursive functions that take an input such as a list… You should define what happens with **the smallest input** e.g. an empty list With a function that takes numbers as an input… **The smallest input / base case** is **usually 0** Then: You should define how to **break down a large input to a smaller one**

It can be helpful to **write down what you can refer to** (on the right side of the definition based on the left side), especially when defining how to break down a large input

e.g. function to add 1 to numbers in a list and returns a list: addOne :: [Int] -> [Int] addOne [ ] = [ ] **- This is what to return on the smallest input** addOne (x : xs) = x+1 : addOne xs **- Here we can refer to: x i.e. head of list xs i.e. tail of list addOne xs i.e. call self on tail of list**

e.g. function to calculate the factorial (itself multiplied by every number lower than it… …note 0! = 1) fac :: Int -> Int fac 0 = 1 **- Base case** fac n = n\*fac(n-1) **- Here we can refer to: n i.e. the number passed in n – 1 i.e. the next number to pass in fac (n – 1) i.e. the factorial of the next**

**number down**

**Lambda** functions (anonymous functions) Short anonymous functions, normally for sole purpose of passing to a higher-order function. Normally surrounded by parenthesis (or they will extend all the way to the right). Defined with **\** Then write parameters delimited by a **space, NOT comma.** Followed by **-> function body** You CAN pattern match, but you CANT define several patterns for one parameter. Can have **if then else** statements, separated with **spaces**.

**Guards** When writing cases for a function, they are matched from top to bottom, these are called **“Guards”**, and must evaluate to True or False. Guards are indicated with a pipe **|**

The last guard is usually **otherwise** and catches everything by always evaluating to True. If the last guard evaluated False, then evaluation will drop through to the next patten (hence the name). You can use keyword **not** and brackets or dot function (see above) to capture a false evaluation. e.g. – a function named “unusual”, to add 1 to even numbers and double odd numbers

unusual :: Int -> Int unusual x | even x = x + 1 | otherwise = 2 \* x

note pipes must be indented by 2 spaces

keyword **where** can be used after the pipes to define names or **anonymous functions** to avoid having to repeat these throughout the guards or for functions that should **not be accessible outside of the function defined in**, could also use lambda functions. These will **only** be available to that function which they are defined after. These are syntactic constructors. e.g. – two ways to define where:

some function as above (incl. guards) where newRefName = what it does (a, b, c) = (a\_value, b\_value, c\_value)

Where functions can also include guards. Pattern matching can be done with where too, example:

test :: (Eq a) => [a] -> [a]

test xs = removeDups xs

    where removeDups [] = []

          removeDups (x:xs)

            | elem x xs = removeDups xs

            | otherwise = x : removeDups xs

**Let bindings**: Similar to where bindings, but back to front.

**Let** <bindings> **In** <expression>

These are expressions themselves.

**Case expressions:** **case** <expression> **of** pattern -> result pattern -> result pattern -> result

**Maybe** type (Exception handling)

A maybe type is a type like any other, but can be used as the return type of a function. Error cases are returned as **Nothing** and normal cases are wrapped as a **Just (case)** It is usual to call another function for the normal cases which does the work.

e.g. Assume function mySum is a function which sums all the elements in a list. It also returns an error if passed an empty list which would stop the program running. Because of this, the following can be done to protect against errors:

mySumSafe :: [Int] -> Maybe Int mySumSafe [ ] = Nothing <-- Deals with error cases mySumSafe xs = Just (mySum xs) <-- Calls function “mySum” on list xs, which cannot

be an empty list, so no error

Because Maybe is a type of its own, normal recursion doesn’t work properly as you don’t have access to the elements for comparison. Rather than writing an unsafe function and a Safe version which calls the unsafe version as above, **case of** can be used. This gives you access to the elements instead of the Maybe type.

e.g.

mySumSafe2 :: [Int] -> Maybe Int mySumSafe2 [ ] = Nothing <- Base case for Nothing mySumSafe2 [x] = Just x <- Base case for Just mySumSafe2 (x:xs) = **case** (mySumSafe2 xs) **of** <- Recursive call **Just** n -> **Just** (n + x) <- Access to returned n value **Nothing** -> **Nothing** <- If Nothing triggered, this will be returned

**Note** the **arrows** instead of equals for each case This version means the unsafe version **Cannot** be called, as all built into one….**SAFER!**

**Nothing** is the equivalent base case to the empty list [ ] **Just x** is the equivalent constructor case to lists x:xs

Can deal with Maybe types as follows: appendMaybe :: Maybe [a] -> Maybe [a] -> Maybe [a] appendMaybe Nothing Nothing = Nothing appendMaybe Nothing (Just xs) = Just xs appendMaybe (Just xs) Nothing = Just xs appendMaybe (Just xs) (Just ys) = Just (xs ++ ys)

Just make sure the middle context e.g. \_ Nothing = Nothing make sense in context instead of as above (Just xs) Nothing = Just xs

**Tuples**

Defined by parenthesis ( ) **Can** contain **different types** (unlike lists). Tuples of different lengths/sizes are different types. i.e. a pair (1,2) is a different type to a triple (1,2,3). Because of this, and lists only taking the same type, this will cause an error [(1,2),(1,2,3)]

**Tuple functions:** fst (1,2) Function only works on pairs, returns first element in a pair tuple. Example returns 1 snd(1,2) Function only works on pairs, returns second element in a pair tuple. Example returns 2

**Double check below……………..**

let (a,b) = (10,12) in a \* 2 returns 20

let (a:\_) = "xyz" in a retuns ‘x’ :\_ ignores the other values

let abc@(a,b,c) = (10,20,30) in (abc,a,b,c) returns ((10,20,30),10,20,30)